**IoC và DI**

1. **Khái niệm**

Trong Java, IoC (Inversion of Control) và DI (Dependency Injection) là hai khái niệm quan trọng trong lập trình hướng đối tượng, đặc biệt là khi xây dựng các ứng dụng theo kiến trúc Spring Framework.

* **IoC (Inversion of Control)**

**Inversion of Control** là **nguyên tắc** trong đó việc quản lý đối tượng và vòng đời của chúng được chuyển giao cho **một container** hoặc **framework** thay vì do chính mã chương trình quản lý.

Thay vì tạo và quản lý đối tượng theo cách thủ công, **IoC Container** sẽ tạo và cung cấp các đối tượng theo nhu cầu của ứng dụng. Điều này giúp tách biệt việc **khởi tạo** đối tượng khỏi **sử dụng** nó, giúp mã dễ bảo trì hơn.

**Ví dụ:** Nếu bạn cần đối tượng của class Student, thay vì gọi new Student () để tạo đối tượng, **IoC container** (như Spring) sẽ cung cấp đối tượng đó cho bạn khi cần hay nói cách khác IoC khi mình cần dùng class Student không cần phải gọi New nữa mà chỉ gần gọi getBean. IoC sẽ giúp chúng ta tạo ra class (đối tượng) và quản lí chúng

**Vậy tại sao lại cần dùng IoC** : sau này chúng ta sẽ làm dự án rất lớn và trong đó sẽ có rất nhiều class (đối tượng ) nếu chúng ta cứ New() việc này sẽ rất tốn thời gian và gây cho hệ thống của chúng ta bị chậm

## ****DI (Dependency Injection)****

**Dependency Injection** là **kỹ thuật** để thực hiện IoC. Nó là quá trình **"tiêm" các phụ thuộc** cần thiết vào đối tượng từ bên ngoài Trong Java, DI thường được sử dụng bằng cách **tiêm qua constructor, setter**, hoặc **field injection**.

**Ví dụ giúp hiểu hơn về công dụng của DI:** Giả sử class A cần sử dụng class B. Thay vì A tự tạo một đối tượng của B, chúng ta sẽ **tiêm** đối tượng của B vào A thông qua constructor hoặc setter.

![](data:image/png;base64,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)

**IoC** là nguyên tắc chuyển giao quyền kiểm soát đối tượng cho một container hoặc framework.

**DI** là cách thức thực hiện IoC, bằng cách tiêm các phụ thuộc vào đối tượng thay vì để nó tự khởi tạo.

# **Cách làm**

* **Tạo IoC**

B0: Đầu tiên chúng ta cần chuẩn bị **dependencies** trong pom (chuyển sang maven project)

|  |
| --- |
| <!-- https://mvnrepository.com/artifact/org.springframework/spring-beans -->  <!-- https://mvnrepository.com/artifact/org.springframework/spring-beans -->  <!-- https://mvnrepository.com/artifact/org.springframework/spring-core --> |

B1: Chúng ta chỉ cần **tạo class** như bình thường .Ví dụ class SinhVien

Chúng ta có 2 cách để chuyển nó thành IoC đó là viết code trong xml và dùng annotation . Đầu tiên mình sẽ viết code trong xml

B2: Tạo file **applicationContext.xml** trong package **src/main/java** (lưu ý phải đúng chỗ này và giống tên)

B3 : Vào link bên dưới để lấy beans

<https://docs.spring.io/spring-framework/docs/4.2.x/spring-framework-reference/html/xsd-configuration.html>

|  |
| --- |
| <beans xmlns=*"http://www.springframework.org/schema/beans"*  xmlns:xsi=*"http://www.w3.org/2001/XMLSchema-instance"*  xmlns:context=*"http://www.springframework.org/schema/context"*  xsi:schemaLocation=*"*  *http://www.springframework.org/schema/beans*  *http://www.springframework.org/schema/beans/spring-beans.xsd*  *http://www.springframework.org/schema/context*  *http://www.springframework.org/schema/context/spring-context.xsd"*>  //vietcode ở đây  </beans> |

B4 : Viết code vào xml

|  |
| --- |
| <bean id=*"****hs****"* class=*"duong dan toi class SinhVien "*>  </bean> |

B5: Test : chúng ta sẽ tạo hàm main để test. Trước khi test cần khai báo context , sau đó chỉ cần gọi getBean để khởi tạo đối tượng

|  |
| --- |
| **public** **static** **void** main(String[] args) {  // **TODO** Auto-generated method stub  ClassPathXmlApplicationContext context = **new** ClassPathXmlApplicationContext("applicationContext.xml"); //tên xml      SinhVien sinhvien = context.getBean("***hs***", SinhVien.**class**);    context.close();  } |

Tóm lại bạn thấy đó như ban đầu nếu muốn khởi tạo sinh viên chúng ta sẽ dùng new SinhVien() còn bây giờ sẽ khởi tạo bằng getBean.

Vậy còn cách dùng annotation thì sao. Anotation sẽ đơn giản hơn nhiều và chúng ta sẽ không cần phải code nhiều.Cách làm như sau :

B0, B1, B2, B3 : tương tự

B4 thay vì viết code chúng ta chỉ cần thêm

* @component trên đầu class SinhVien : nếu để như vậy id bean mặc đình là tên class
* @component(“tenMoi”) thì id bean sẽ là “tenMoi”

B5 Test

|  |
| --- |
| **public** **static** **void** main(String[] args) {  // **TODO** Auto-generated method stub  ClassPathXmlApplicationContext context = **new** ClassPathXmlApplicationContext("applicationContext.xml"); //tên xml      SinhVien sinhvien = context.getBean("***sinhVien***", SinhVien.**class**);  //thay vì truyền vào id là hs .chúng ta sẽ truyền vào tên class.Lưu ý chữ đầu viết thường    context.close();  } |

* **Tạo DI nếu ở trên dùng IoC thông qua viết code trong xml**

**Có 3 cách**

Cách 1 : Dùng contrustor (sử dụng nhiều)

Cách 2 : Dùng setter (ít hơn chút)

Cách 3 : Dùng interface (hiếm)

**Tôi sẽ hướng dẫn 2 cách đầu :Đầu tiên sẽ là cách 1 dùng constructor**

**Lưu ý :** trước khi dùng DI bạn phải cấu hình IoC trước như phía trên

Ví dụ đề : Tôi có

* Class SinhVien implement class ConNguoi có phương thức là (getTuoi)
* Class NhanVien implement class CanBo có phương thức là (getTen)

Làm sao để class **SinhVien** có thể lấy được phương thức **getTen** nhưng không được phép phụ thuộc gì tới NhanVien. Đó chính là DI

B1: Chuyển thành IoC

B2 : Trong class SinhVien chúng ta sẽ tạo ra biến

private CanBo canBo; (lấy phương thức thông qua interface của NhanVien)

B3: Tạo constructor SinhVien đầy đủ tham số .Sau đó chỉ cần viết phương thức mới có sử dụng phương thức của class NhanVien.

B4: Viết code trong xml

|  |
| --- |
| <bean id=*"nv"* class=*"duong dan toi class NhanVien "*>  </bean>  <bean id=*"sv"* class=*"duong dan toi class SinhVien "*>  <constructor-arg ref=*"nv"* /> (câu lệnh này là chúng ta đang tiêm cho class SinhVien có thể lấy được phương thức của class NhanVien)  </bean> |

B5: Test như bình thường

**Tôi sẽ hướng dẫn 2 cách đầu :Sau đó sẽ là cách 2 dùng constructor**

B1: Chuyển thành IoC

B2 : Trong class SinhVien chúng ta sẽ tạo ra biến

private CanBo canBo; (lấy phương thức thông qua interface của NhanVien)

B3: Tạo phương thức setCanBo.Sau đó chỉ cần viết phương thức mới có sử dụng phương thức của class NhanVien.

B4: Viết code trong xml .Lưu ý class SinhVien có bao nhiêu biến có bấy nhiêu property

|  |
| --- |
| <bean id=*"nv"* class=*"duong dan toi class NhanVien "*>  </bean>  < <bean id=*"sv"* class=*" duong dan toi class SinhVien "*>  <property name=*"canBo"* ref=*"nv"* /> câu lệnh này là chúng ta đang tiêm cho class SinhVien có thể lấy được phương thức của class NhanVien)  <property name=*"email"* value=*"nguyenphan1122k3@gmail.com"*/>  <property name=*"team"* value=*"Criket team"*/>  </bean> |

B5: Test như bình thường

* **Tạo DI nếu ở trên dùng IoC thông qua annotation**

**Có 3 cách**

Cách 1 : Dùng contrustor (sử dụng nhiều)

Cách 2 : Dùng setter (ít hơn chút)

Cách 3 : Dùng interface (hiếm)

B1, B2, B3 : TƯƠNG TỰ

B4: Thay vì viết code ta chỉ cần gắn @Autowired phía trên constuctor

B5: Test như bình thường

Nhưng ví dụ có quá nhiều class implement CanBo thì sao. Lúc đó SinhVien sẽ lấy phương thức getTen() của ai

@Qualifier(“tenBean của class muốn lấy phương thức getTen()”) dùng phía trên của private CanBo canBo